**Collections**

Generics are used to make reusable code classes to decrease the code redundancy, increase type safety and performance. Using generics, we can create collection classes. To create generic collection, System.Collections.Generic namespace should be used instead of classes such as ArrayList in the System.Collections namespace. Generics promotes the usage of parameterized types.

In this chapter we will deal with C# collections. The .NET framework provides specialized classes for data storage and retrieval. In one of the previous chapters, we have described arrays. Collections are enhancement to the arrays.

There are two distinct collection types in C#. The standard collections, which are found under the System.Collections namespace and the generic collections, under System.Collections.Generic. The generic collections are more flexible and are the preferred way to work with data. The generic collections or generics were introduced in .NET framework 2.0. Generics enhance code reuse, type safety, and performance.

*Generic programming* is a style of computer programming in which algorithms are written in terms of to-be-specified-later types that are then instantiated when needed for specific types provided as parameters. This approach, pioneered by Ada in 1983, permits writing common functions or types that differ only in the set of types on which they operate when used, thus reducing duplication. (Wikipedia)

**ArrayList**

An ArrayList is a collection from a standard System.Collections namespace. It is a dynamic array. It provides random access to its elements. An ArrayList automatically expands as data is added. Unlike arrays, an ArrayList can hold data of multiple data types. Elements in the ArrayList are accessed via an integer index. Indexes are zero based. Indexing of elements and insertion and deletion at the end of the ArrayList takes constant time. Inserting or deleting an element in the middle of the dynamic array is more costly. It takes linear time.

using System;

using System.Collections;

public class CSharpApp

{

class Empty

{}

static void Main()

{

ArrayList da = new ArrayList();

da.Add("Visual Basic");

da.Add(344);

da.Add(55);

da.Add(new Empty());

da.Remove(55);

foreach(object el in da)

{

Console.WriteLine(el);

}

}

}

In the above example, we have created an ArrayList collection. We have added some elements to it. They are of various data type, string, int and a class object.

using System.Collections;

In order to work with ArrayList collection, we need to use the System.Collections namespace.

ArrayList da = new ArrayList();

An ArrayList collection is created.

da.Add("Visual Basic");

da.Add(344);

da.Add(55);

da.Add(new Empty());

We add four elements to the array with the Add() method.

da.Remove(55);

We remove one element with the Remove() method.

foreach(object el in da)

{

Console.WriteLine(el);

}

We iterate through the array and print its elements to the console.

$ ./arraylist.exe

Visual Basic

344

CSharpApp+Empty

This is the output of the example.

**List**

A List is a strongly typed list of objects that can be accessed by index. It can be found under System.Collections.Generic namespace.

using System;

using System.Collections.Generic;

public class ListExample

{

static void Main()

{

List<string> langs = new List<string>();

langs.Add("Java");

langs.Add("C#");

langs.Add("C");

langs.Add("C++");

langs.Add("Ruby");

langs.Add("Javascript");

Console.WriteLine(langs.Contains("C#"));

Console.WriteLine(langs[1]);

Console.WriteLine(langs[2]);

langs.Remove("C#");

langs.Remove("C");

Console.WriteLine(langs.Contains("C#"));

langs.Insert(4, "Haskell");

langs.Sort();

foreach(string lang in langs)

{

Console.WriteLine(lang);

}

}

}

In the preceding example, we work with the List collection.

using System.Collections.Generic;

The List collection is located in the System.Collections.Generic namespace.

List<string> langs = new List<string>();

A generic dynamic array is created. We specify that we will work with strings with the type specified inside <> characters.

langs.Add("Java");

langs.Add("C#");

langs.Add("C");

...

We add elements to the List using the Add() method.

Console.WriteLine(langs.Contains("C#"));

We check if the List contains a specific string using the Contains() method.

Console.WriteLine(langs[1]);

Console.WriteLine(langs[2]);

We access the second and the third element of the List using the index notation.

langs.Remove("C#");

langs.Remove("C");

We remove two strings from the List.

langs.Insert(4, "Haskell");

We insert a string at a specific location.

langs.Sort();

We sort the elements using the Sort() method.

$ ./list.exe

True

C#

C

False

C++

Haskell

Java

Javascript

Ruby

This is the outcome of the example.

**LinkedList**

LinkedList is a generic doubly linked list in C#. LinkedList only allows sequential access. LinkedList allows for constant-time insertions or removals, but only sequential access of elements. Because linked lists need extra storage for references, they are impractical for lists of small data items such as characters. Unlike dynamic arrays, arbitrary number of items can be added to the linked list (limited by the memory of course) without the need to realocate, which is an expensive operation.

using System;

using System.Collections.Generic;

public class LinkedListExample

{

static void Main()

{

LinkedList<int> nums = new LinkedList<int>();

nums.AddLast(23);

nums.AddLast(34);

nums.AddLast(33);

nums.AddLast(11);

nums.AddLast(6);

nums.AddFirst(9);

nums.AddFirst(7);

LinkedListNode<int> node = nums.Find(6);

nums.AddBefore(node, 5);

foreach(int num in nums)

{

Console.WriteLine(num);

}

}

}

This is a LinkedList example with some of its methods.

LinkedList<int> nums = new LinkedList<int>();

This is an integer LinkedList.

nums.AddLast(23);

...

nums.AddFirst(7);

We populate the linked list using the AddLast() and AddFirst() methods.

LinkedListNode<int> node = nums.Find(6);

nums.AddBefore(node, 5);

A LinkedList consists of nodes. We find a specific node and add an element before it.

foreach(int num in nums)

{

Console.WriteLine(num);

}

We are printing all elements to the console.

**Dictionary**

A dictionary, also called an associative array, is a collection of unique keys and a collection of values, where each key is associated with one value. Retrieving and adding values is very fast. Dictionaries take more memory, because for each value there is also a key.

using System;

using System.Collections.Generic;

public class DictionaryExample

{

static void Main()

{

Dictionary<string, string> domains = new Dictionary<string, string>();

domains.Add("de", "Germany");

domains.Add("sk", "Slovakia");

domains.Add("us", "United States");

domains.Add("ru", "Russia");

domains.Add("hu", "Hungary");

domains.Add("pl", "Poland");

Console.WriteLine(domains["sk"]);

Console.WriteLine(domains["de"]);

Console.WriteLine("Dictionary has {0} items",

domains.Count);

Console.WriteLine("Keys of the dictionary:");

List<string> keys = new List<string>(domains.Keys);

foreach(string key in keys)

{

Console.WriteLine("{0}", key);

}

Console.WriteLine("Values of the dictionary:");

List<string> vals = new List<string>(domains.Values);

foreach(string val in vals)

{

Console.WriteLine("{0}", val);

}

Console.WriteLine("Keys and values of the dictionary:");

foreach(KeyValuePair<string, string> kvp in domains)

{

Console.WriteLine("Key = {0}, Value = {1}",

kvp.Key, kvp.Value);

}

}

}

We have a dictionary where we map domain names to their country names.

Dictionary<string, string> domains = new Dictionary<string, string>();

We create a dictionary with string keys and values.

domains.Add("de", "Germany");

domains.Add("sk", "Slovakia");

domains.Add("us", "United States");

...

We add some data to the dictionary. The first string is the key. The second is the value.

Console.WriteLine(domains["sk"]);

Console.WriteLine(domains["de"]);

Here we retrieve two values by their keys.

Console.WriteLine("Dictionary has {0} items",

domains.Count);

We print the number of items by referring to the Count property.

List<string> keys = new List<string>(domains.Keys);

foreach(string key in keys)

{

Console.WriteLine("{0}", key);

}

These lines retrieve all keys from the dictionary.

List<string> vals = new List<string>(domains.Values);

foreach(string val in vals)

{

Console.WriteLine("{0}", val);

}

These lines retrieve all values from the dictionary.

foreach(KeyValuePair<string, string> kvp in domains)

{

Console.WriteLine("Key = {0}, Value = {1}",

kvp.Key, kvp.Value);

}

Finally, we print both keys and values of the dictionary.

$ ./dictionary.exe

Slovakia

Germany

Dictionary has 6 items

Keys of the dictionary:

de

sk

us

ru

hu

pl

Values of the dictionary:

Germany

Slovakia

United States

Russia

Hungary

Poland

Keys and values of the dictionary:

Key = de, Value = Germany

Key = sk, Value = Slovakia

Key = us, Value = United States

Key = ru, Value = Russia

Key = hu, Value = Hungary

Key = pl, Value = Poland

This is the output of the example.

**Queues**

A queue is a First-In-First-Out (FIFO) data structure. The first element added to the queue will be the first one to be removed. Queues may be used to process messages as they appear or serve customers as they come. The first customer which comes should be served first.

using System;

using System.Collections.Generic;

public class QueueExample

{

static void Main()

{

Queue<string> msgs = new Queue<string>();

msgs.Enqueue("Message 1");

msgs.Enqueue("Message 2");

msgs.Enqueue("Message 3");

msgs.Enqueue("Message 4");

msgs.Enqueue("Message 5");

Console.WriteLine(msgs.Dequeue());

Console.WriteLine(msgs.Peek());

Console.WriteLine(msgs.Peek());

Console.WriteLine();

foreach(string msg in msgs)

{

Console.WriteLine(msg);

}

}

}

In our example, we have a queue with messages.

Queue<string> msgs = new Queue<string>();

A queue of strings is created.

msgs.Enqueue("Message 1");

msgs.Enqueue("Message 2");

...

The Enqueue() adds a message to the end of the queue.

Console.WriteLine(msgs.Dequeue());

The Dequeue() method removes and returns the item at the beginning of the queue.

Console.WriteLine(msgs.Peek());

The Peek() method returns the next item from the queue, but does not remove it from the collection.

$ ./queue.exe

Message 1

Message 2

Message 2

Message 2

Message 3

Message 4

Message 5

The Dequeue() method removes the "Message 1" from the collection. The Peek() method does not. The "Message 2" remains in the collection.

**Stacks**

A *stack* is a Last-In-First-Out (LIFO) data structure. The last element added to the queue will be the first one to be removed. The C language uses a stack to store local data in a function. The stack is also used when implementing calculators.

using System;

using System.Collections.Generic;

public class StackExample

{

static void Main()

{

Stack<int> stc = new Stack<int>();

stc.Push(1);

stc.Push(4);

stc.Push(3);

stc.Push(6);

stc.Push(4);

Console.WriteLine(stc.Pop());

Console.WriteLine(stc.Peek());

Console.WriteLine(stc.Peek());

Console.WriteLine();

foreach(int item in stc)

{

Console.WriteLine(item);

}

}

}

We have a simple stack example above.

Stack<int> stc = new Stack<int>();

A Stack data structure is created.

stc.Push(1);

stc.Push(4);

...

The Push() method adds an item at the top of the stack.

Console.WriteLine(stc.Pop());

The Pop() method removes and returns the item from the top of the stack.

Console.WriteLine(stc.Peek());

The Peek() method returns the item from the top of the stack. It does not remove it.

$ ./stack.exe

4

6

6

6

3

4

1

This is the output of the stack.exe program.

**C# Collections**

[**Array**](http://www.dotnetperls.com/array) [**Class**](http://www.dotnetperls.com/class) **Collections** [**File**](http://www.dotnetperls.com/file) [**String**](http://www.dotnetperls.com/string) [**.NET**](http://www.dotnetperls.com/net) [Algorithm](http://www.dotnetperls.com/algorithm) [ASP.NET](http://www.dotnetperls.com/asp)[Cast](http://www.dotnetperls.com/cast) [Compression](http://www.dotnetperls.com/compression) [Data](http://www.dotnetperls.com/data) [Delegate](http://www.dotnetperls.com/delegate) [Directive](http://www.dotnetperls.com/directive) [Enum](http://www.dotnetperls.com/enum) [Exception](http://www.dotnetperls.com/exception) [If](http://www.dotnetperls.com/if)[Interface](http://www.dotnetperls.com/interface) [Keyword](http://www.dotnetperls.com/keyword) [LINQ](http://www.dotnetperls.com/linq) [Loop](http://www.dotnetperls.com/loop) [Method](http://www.dotnetperls.com/method) [Number](http://www.dotnetperls.com/number) [Regex](http://www.dotnetperls.com/regex) [Sort](http://www.dotnetperls.com/sort)[StringBuilder](http://www.dotnetperls.com/stringbuilder) [Struct](http://www.dotnetperls.com/struct) [Switch](http://www.dotnetperls.com/switch) [Time](http://www.dotnetperls.com/time) [Value](http://www.dotnetperls.com/valuetype) [Windows](http://www.dotnetperls.com/windows) [WPF](http://www.dotnetperls.com/wpf)
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At its simplest, an object holds a single value. At its most complex, it holds references to many other objects. The .NET Framework provides **collections**: these include List and Dictionary. They are often useful.

Data types comprising collections of abstract objects are a central object of study in computer science.**Sedgewick, p. 143**

**List**

First we look at the List. This type provides an efficient and dynamically-allocated array. It does not provide fast lookup in the general case (the Dictionary is better for lookups). List is excellent when used in loops.

[**List**](http://www.dotnetperls.com/list)

**Program that uses List type: C#**

using System;

using System.Collections.Generic;

class Program

{

static void Main()

{

// Use the List type.

**List**<string> list = new List<string>();

list.Add("cat");

list.Add("dog");

foreach (string element in list)

{

Console.WriteLine(element);

}

}

}

**Output**

cat

dog

**Dictionary**

![Dictionary](data:image/jpeg;base64,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)

The Dictionary type is important. It is an implementation of a hash table: an extremely efficient way to store keys for lookup. Dictionary is fast. It is well-designed and reliable. It works well in many programs.

[**Dictionary**](http://www.dotnetperls.com/dictionary)

**Note:**This program shows how the Dictionary is used with type parameters to store keys and values of specific types.

**Tip:**Many of the most powerful (and fastest) collections are found in System.Collections.Generic: these are generic types.

[**Generic Class**](http://www.dotnetperls.com/generic)

**Program that uses Dictionary: C#**

using System;

using System.Collections.Generic;

class Program

{

static void Main()

{

// Use the dictionary.

**Dictionary**<string, int> dict = new Dictionary<string, int>();

dict.Add("cat", 1);

dict.Add("dog", 4);

Console.WriteLine(dict["cat"]);

Console.WriteLine(dict["dog"]);

}

}

**Output**

1

4

**ArrayList**
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Next, the ArrayList is a collection found in System.Collections. It stores objects of any type. There is no need to worry about the types of elements. But you must cast them when you need to use them. This is inconvenient.

[**ArrayList**](http://www.dotnetperls.com/arraylist)

**Program that uses System.Collections: C#**

using System;

using System.Collections;

class Program

{

static void Main()

{

**ArrayList** list = new ArrayList();

list.Add("cat");

list.Add(2);

list.Add(false);

foreach (var element in list)

{

Console.WriteLine(element);

}

}

}

**Output**

cat

2

False

**Hashtable**
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Let use continue with Hashtable. This is a lookup data structure that uses a hash code to quickly find elements. The newer Dictionary collection is usually more appropriate for programs when available.

[**Hashtable**](http://www.dotnetperls.com/hashtable)

**Caution:**I have found no reason to write a new program using Hashtable in many years. It is inferior to Dictionary.

**Program that uses Hashtable: C#**

using System;

using System.Collections;

class Program

{

static void Main()

{

**Hashtable** table = new Hashtable();

table["one"] = 1;

table["two"] = 2;

// ... Print value at key.

Console.WriteLine(table["one"]);

}

}

**Output**

1

**Lists**
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Lists are linear. One element is stored after the other. The List generic type is often the best implementation available for its purpose in the .NET Framework. There are other versions of lists.

[**LinkedList**](http://www.dotnetperls.com/linkedlist)[**SortedList**](http://www.dotnetperls.com/sortedlist)

**Also:**A linear collection, such as an array or List, can be wrapped and made read-only with ReadOnlyCollection.

[**ReadOnlyCollection**](http://www.dotnetperls.com/readonlycollection)

**Performance:**Many collections (including List and Dictionary) can be optimized with a capacity. This allocates extra initial memory.

[**Capacity**](http://www.dotnetperls.com/capacity)

**Tables**
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There are many versions of lookup data structures in the .NET Framework other than the Dictionary and Hashtable. Usually a Dictionary is the best option. But sometimes custom features are needed.

[**ListDictionary**](http://www.dotnetperls.com/listdictionary)[**HybridDictionary**](http://www.dotnetperls.com/hybriddictionary)[**SortedDictionary**](http://www.dotnetperls.com/sorteddictionary)[**StringDictionary**](http://www.dotnetperls.com/stringdictionary)[**NameValueCollection**](http://www.dotnetperls.com/namevaluecollection)[**DictionaryEntry**](http://www.dotnetperls.com/dictionaryentry)

**Also:**We implement a MultiMap class.  
We use the generic type features in the language.  
Our implementation is not ideal.

[**MultiMap**](http://www.dotnetperls.com/multimap)

**Performance:**Lookup tables offer many performance advantages. One overlooked benefit is that they offer fast removal of elements
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Generics provides the type safe code with re-usability like as algorithm. In algorithms such as sorting, searching, comparing etc. you don’t specify what data type(s) the algorithm operates on. The algorithm can be operates with any types of data. In the same way Generics operate, you can provide different data type to Generics. For example, a sorting algorithm can operates on integer type, decimal type, string type, DateTime type etc.

In this article, I will demonstrate the advantage of Generics over Collections. Following are the main advantage of Generics.

## Code Re-usability with Generics

Suppose, you required to sort the integer and floating type numbers, then let's see how to do in collections and generics.

### How to do it using Collections

1. ***//Overloaded sort methods***
2. **private int[] Sort(int[] inputArray)**
3. **{**
4. ***//Sort array***
5. ***//and return sorted array***
6. **return inputArray;**
7. **}**
8. **private float[] Sort(float[] inputArray)**
9. **{**
10. ***//Sort array***
11. ***//and return sorted array***
12. **return inputArray;**
13. **}**

### How to do it using Generics

1. **private T[] Sort(T[] inputArray)**
2. **{**
3. ***//Sort array***
4. ***//and return sorted array***
5. **return inputArray;**
6. **}**

Here, T is short for Type and can be replaced with the Type defined in the C# language at runtime. So once we have this method, we can call it with different data types as follows and can see the beauty of Generics. In this way Generics provide code re-usability.
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Now if you thinking you can make fool to the compiler by passing an integer array while it is asking for a float, you are wrong. Compiler will shows the error at compile time like as:

![http://www.dotnet-tricks.com/Content/images/csharp/generics3.png](data:image/png;base64,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)

## Type Safety with Generics

Suppose, you want to make a list of students, then let's see how to do in collections and generics.

### How to do it using Collections

In collections we can use ArrayList to store a list of Student objects like as:

1. **class Student**
2. **{**
3. **public int RollNo{get; set;}**
4. **public string Name{get; set;}**
5. **}**
7. ***//List of students***
8. **ArrayList studentList = new ArrayList();**
9. **Student objStudent = new Student();**
10. **objStudent.Name = "Rajat";**
11. **objStudent.RollNo = 1;**
13. **studentList.Add(objStudent);**
15. **objStudent = new Student();**
16. **objStudent.Name = "Sam";**
17. **objStudent.RollNo = 2;**
19. **studentList.Add(objStudent);**
21. **foreach (Object s in studentList)**
22. **{**
23. ***//Type-casting. If s is anything other than a student***
24. **Student currentStudent = (Student)s;**
25. **Console.WriteLine("Roll # " + currentStudent.RollNo + " " + currentStudent.Name);**
26. **}**

### Problem with Collections

Suppose by mistake you have added a string value to ArrayList like as

1. **studentList.Add("Generics"); *//Fooling the compiler***

Since ArrayList is a loosely typed collection and it never ensure compile-time type checking. Hence above statement will compile without error but it will throw an InvalidCastException at run time when you try to cast it to Student Type.

### How to do it using Generics

In generics we can use generic List to store a list of Student objects like as:

1. **List<Student> lstStudents = new List<Student>();**
3. **Student objStudent = new Student();**
4. **objStudent.Name = "Rajat";**
5. **objStudent.RollNo = 1;**
7. **lstStudents.Add(objStudent);**
9. **objStudent = new Student();**
10. **objStudent.Name = "Sam";**
11. **objStudent.RollNo = 2;**
13. **lstStudents.Add(objStudent);**
15. ***//Looping through the list of students***
16. **foreach (Student currentSt in lstStudents)**
17. **{**
18. ***//no need to type cast since compiler already knows that everything inside***
19. ***//this list is a Student***
20. **Console.WriteLine("Roll # " + currentSt.RollNo + " " + currentSt.Name);**
21. **}**

### Advantage with Generics

In case of collections you can make fool to compiler but in case of generics you can't make fool to compiler as shown below. Hence Generics provide Type Safety.
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## Cleaner Code with Generics

Since compiler enforces type safety with Generics. Hence fetching data from Generics doesn't required type casting which means your code is clean and easier to write and maintain.

## Better Performance with Generics

As you have seen in above example, at the time of fetching the data from the ArrayList collection we need to do type casting which cause performance degrades. But at the time of fetching the data from the generic List we don't required to do type casting. In this way Generics provide better performance than collections.